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Part I

Introduction

1 The Failure of Proprietary Software

�Using Windows NT [closed software], which is known to have . . . failure modes, on

a warship is similar to hoping that luck will be in our favor.� � Anthony DiGorgio,

Engineer, United States Atlantic Fleet Technical Support Center [19]

It was a fairly normal day for the USS Yorktown in September, 1997. The Aegis Missile Cruiser

was participating in maneuvers o� the coast of Cape Charles, Virginia. No enemy ships were in

sight.

Suddenly, the ship's entire propulsion system inexplicably failed. The USS Yorktown was

dead in the water, but the engines were completely normal. [19]

What, then, caused the problem that required the 80,000 horsepower ship to be towed into

port for over 48 hours of maintenance?
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It turns out that the di�culty encountered there was but one symptom of a serious problem

a�ecting the very methods used to write the code responsible for running nine out of every ten of

the world's microcomputers. The USS Yorktown failure is only one example of what can happen

when trust is placed in inherently untrustworthy systems and design methodologies. Systems

can crash on a daily or even hourly basis, [6, #reliability] with data loss a potential unfortunate

reality when such events occur. [1] Critical systems can stop functioning, costing millions of

dollars in lost revenue. In medical and space �elds, for instance, lives could be lost.

The problem behind all this is proprietary software. Proprietary (or closed) software lacks

many of the bene�ts that society has derived from the marvels of the industrial resolution. When

a proprietary project is developed, there is no peer review. Imagine taking a �ight on a jumbo

jet designed by only a single person with no safety review from others. The thought rightly

sends shivers up your spine. You're of course aware that humans are imperfect and mistakes do

happen. Peer review is a key way to �nd the mistakes before they have serious consequences,

such as an airplane crash, a bridge collapse, or the crippling of a warship.

Closed software also deprives computer scientists and developers from a chance to learn from

those that have gone before. Imagine if Newton, for instance, didn't share his discoveries with

others. Mathematics, physics, and scienti�c methods would certainly have taken a much longer

time to develop, since many things in those �elds have built upon Newton's ideas. [22]

Even though we have a long track record of the success of building upon previous innovations

in virtually every �eld of science, individuals and organizations creating computer software and

hardware conspicuously take the opposite view. Not only is this simply harmful to the quality

and quantity of software and hardware available, it also is not the ethical thing to do.
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2 The Free Software Solution

As we've seen above, there are tremendous problems with using and developing closed software.

Fortunately, there is a solution: Free software (also known as Open Source1). When we talk

about free software, we refer to freedom, not price; it's possible to charge for free software. Free

software solves many of these problems by ensuring that not only can we build upon previous

good software, but we also have an opportunity to have peer review of current software. This is

often accomplished by licensing software under the GNU General Public License (GPL) [20] or

a similar license.

Part II

A Utilitarian Analysis of Free Software
The utilitarian principle can be de�ned as:

Everyone ought to act so as to bring about the greatest amount of happiness for the

greatest number of people. [5, page 24]

Modern interpretations of this principle often can focus on things that lead to ful�llment and a

rewarding life. In this context, the right thing to do, ethically, is that which maximizes the total

bene�t (�utility�) to people. In order to show that free software is ethically the correct choice, it

must be shown that, when compared to alternative development paradigms or licensing schemes,

free software is the most bene�cial for the greatest number of people.
1The meaning of the term Free Software is equivolent with that of Open Source Software. [13]
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3 Software Quality & Reliability

Software has a tremendously broad reach in today's society. Almost every person in the United

States is a�ected by software, either directly or indirectly. Everything from surface mail and

phone calls to airline �ights and Internet-based commerce is handled by software. When the

software behind these various activities is of higher quality, people that use this software bene�t

because it performs better and is more reliable.

They are happier because their airline �ights are on time. This means people are less likely to

miss an important meeting or a connecting �ight at their destination. Internet orders are more

likely to arrive correctly, meaning that the birthday gift for someone would be timely. To put it

another way, poor software quality causes a great deal of harm. Errors in billing, credit reports,

tax records, and the like are but a few examples of things attributed to software glitches. Any of

these things can cause signi�cant harm to people or companies. People can be unfairly targeted

by collection agencies. They may waste money defending themselves against something they

didn't do. Time is lost dealing with those people. A rejected loan, for example, could mean that

a growing family can't get a larger home that they need. All of this can lead from low-quality

software � and it does happen.

Software developers also bene�t from better design methods. They can produce software in a

shorter amount of time, and the computerized tools that assist them in development make their

job easier.

Therefore, if it can be shown that free software produces higher-quality software, then it

follows that we achieve greater productivity and more bene�t for mankind, and free software is

the ethical choice for software developers. Below, several attributes of free software are discussed,

along with the reasons that they help to improve software quality.
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3.1 Peer Review

One of the most important aspects in the design of any large and important project is peer

review. In large projects such as operating systems, hundreds or even thousands of people work

on that which ends up being millions of lines of code. A single missing character in that code can

be enough to allow a security breach or cause a system crash. Humans are not perfect, and while

computer scanning programs can catch some simple mistakes, there are many mistakes that can

only be caught by another person looking at the code.

With closed software, in general, only employees of the company writing the program have

access to its source code. This makes it impossible for others outside the company to �nd

problems in the code before they cause damage. Worse, when there is a problem, the users of a

program can do nothing to help �nd it.

With free software, such as Linux, the source is freely available for download. People are

encouraged to look at it, to be critical, and to try to �nd bugs. And thousands of people do look

at the code. The end result is that there are far more people proofreading and �xing code, and

the program has fewer bugs and is more stable. [8]

3.2 Timely Fixes

When no source code is available, many bad things can happen, from security problems to

devastating system crashes. The USS Yorktown is a great example. Do we really want to

prevent the military, airlines, or any other industry in which lives could be at stake from being

able to �x system problems in the �eld? If something breaks, they are denied the ability to �x

it because they have no source code for the software! This isn't the only situation where vital

government systems have been hampered by closed software. On December 15, 1998, a bug in

Microsoft's closed mail server called Exchange took down two critical servers in the United States

House of Representatives. Ironically, the bug occurred just when e-mail tra�c was at its peak

� days before a critical vote on the future of the President. House members, therefore, couldn't
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receive valuable feedback from their constituents. [4]

Both these situations were caused by bugs in proprietary code. In both situations, the

people running the computers were completely helpless. They could not have �xed the problem

regardless of how much e�ort they put into it; the lack of source code completely prevents that.

A computer glitch is bad enough, but when people are denied the ability to �x it themselves,

or to hire someone else to �x it in a timely manner, there can be very serious consequences.

Lives aboard crippled ships could be lost. Vital government business could grind to a halt as the

communications lines between the people and their representatives are severed.

Free software promises a better world. In the free software world, anyone can �x a problem

with the software in use. Even if a company does not have the expertise in-house to �x the

problem, contractors are plentiful, and they can make quick �xes. In situations where even an

hour of downtime can mean literally millions of dollars in lost revenue, having a �x in a matter

of hours or even minutes as opposed to days or weeks can make a tremendous di�erence.

3.3 Users Are Developers

This is a concept completely foreign to the closed source world, but it alone is of tremendous

importance in the free software community. This concept is important in two separate areas:

debugging and development.

With proprietary software, when a bug is found, even if it is serious, it often takes a long time

for it to be �xed, if it ever is. A lot of things can go wrong. If the original manufacturer of the

software program no longer exists, and the source to the program is not available, it is generally

impossible to �x the problem. If this program is essential to someone's business and no longer

works, the company has a big problem. This is causing tremendous di�culty as some software

will break when the year 2000 arrives, but people using it have no way to �x the problem! As

Raymond puts it, reliance on close-source software in the face of the year 2000 problem could

�kill your business.� [12]

This is only a small part of the problem. If your software vendor is unable or unwilling to �x
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problems, you are stuck with broken software, and there's nothing that can be done about it.

For software vital to the operation of businesses, such as billing and �nancial software, these

consequences are plenty to demonstrate the ethical problems with keeping the source code to

software a secret.

Free software presents a better alternative. When you �nd a bug in your software, you can

�x it yourself instead of depending on the original vendor to �x it. Or, somebody else can be

hired to �x the problem. This instantly takes a di�cult, possibly insurmountable problem with

software, down to something that could be �xed in a matter of hours or even minutes in many

cases � a clear bene�t of free software.

Another important aspect of this is that the users of a given free program can add their

own features to it. If you're not satis�ed with how something works, you can improve it! This

capability is especially useful if the software vendor does not exist any longer or is unwilling to

implement your desired changes. You get a better product, and the people using it are more

productive.

The bene�ts are even greater than that, though. When people �nd bugs or add new features

on their own to free software, they are encouraged to submit their changes back to the maintainers

of the software. This means that every user of an free program is a potential contributor to it!

What's more, if people have made modi�cations to a program � new features or changes to �t their

taste � there is free peer review of these modi�cations! When people that add features cooperate

with the process, which is almost always the case, the other people using the software can see

the code and can spot problems. As a result, free software products can have bugs found and

�xed faster, new features implemented sooner, and better reliability than closed-source products.

[11] People that make changes for their own use can get these changes peer-reviewed, increasing

the quality of their software. The result is that software is less likely to crash, systems are down

less, and the software better meets the needs of those that use it � all of which contributes to an

increase in utility.
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3.4 Security

Security is one of the most complex areas of software development, requiring expert programmers

to write secure code and �nd security problems in existing code. With closed software, the number

of people that are able to review the security of code is limited to a miniscule fraction of the

total programmers that could do this.

There are many instances of security problems in closed-source software that never existed

or have long ago been �xed in free software. These problems often can cause serious loss of

important data, which can easily lead to devastating consequences. For instance, on July 8,

1997, the United States Coast Guard's database server crashed and remained down for 1,800

hours while 115 employees worked to restore the data. [3] In the �rst week of March 1998,

attacks caused thousands of Windows NT systems to crash, exploiting a security hole in that

proprietary operating system, including some particular sites that su�ered over one hundred

failures. [17] These are just a few examples of exploitation of closed software bugs by crackers2

� bugs that are not present in free software.

The cause, however, goes deeper than the general issues of free software discussed above. In a

concept called �security through obscurity,� people try to keep their data secure or encrypted not

by necessarily writing secure software, but rather by tightly restricting access to the source. The

theory behind this is that if those attempting to crack systems do not know how the algorithms

work, then they will not be able to breach security.

This argument fails quite easily, however. In [10], Mr. Perens states, �Security through

obscurity is always a bad idea.� While that statement is perhaps too bold, its sense is correct,

and the reasoning behind it can be analyzed in terms of utilitarian ethics.

Many popular security systems and encryption algorithms are presently compromised, but

manufacturers of such software continue selling it. This is often because others cannot review

the code, and the manufacturers themselves may not even possess the knowledge necessary to

�nd or �x the problems.
2Often incorrectly called �hackers� by the media; the correct term is �cracker�. [15]
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Software developers can conceal security holes in their software, [10] intentionally or uninten-

tionally. The end result is that people think that their data is secure when it really may not be.

The consequences of this can result in loss of utility. A simple hypothetical will su�ce: if the

data on a courtroom computer holding privileged information about people's criminal records is

leaked, people's careers and lives could be destroyed based on that information. Other cases of

broken security could have a serious e�ect on national security, even causing loss of life in some

situations.

When we have free software algorithms, we can be absolutely certain about their security

level. This places the power to decide whether a given algorithm is appropriate in the hands of

the users of it, not its author. The users of such algorithms can have a high degree of con�dence

that it is su�cient for their needs, thus increasing utility by decreasing not only the chances of

compromise, but also extra e�orts and worry needed to deal with it.

4 Legal and Monetary Issues

There are many di�erent licenses that qualify as free software according to the Open Source

De�nition [2]. These include the BSD3 license, the Artistic4 license, the MIT/X Consortium5

license, Netscape's Mozilla Public License6, and the Free Software Foundation's GNU General

Public License7 [20]. Of these, I shall be discussing the GNU General Public License (GPL) in

greatest detail. It is the most popular way to license software in the free software community,

and is considered by many to be the best license under which to place software in order to ensure

that it remains free forever.

In order to show that legal issues matter in a strict utilitarian evaluation, it has to be shown

that these issues a�ect utility. With legal issues, this relationship can come in two forms: 1)
3http://www.opensource.org/bsd-license.html
4http://www.opensource.org/artistic-license.html
5http://www.opensource.org/mit-license.html
6http://www.mozilla.org/NPL/MPL-1.0.html
7http://www.fsf.org/copyleft/gpl.html
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saving money on software and legal expenses and 2) saving time relating to legal issues.

If money can be saved, there is a bene�t of free software. If a company is being discussed, the

company's operation becomes more e�cient. They can either spend the money they have saved

on other things such as research, or pass the savings on to their customers. For individuals, the

money can be used for other things � paying bills, household expenses, paying o� a mortgage,

etc.

Saving time also leads to bene�ts. This issue applies primarily to companies. If they save

time dealing with legal issues, they become more e�cient, leading to the same consequences as

saving money. They can put more resources into development, for instance, which bene�ts not

only themselves but everyone that uses their products.

4.1 The GNU General Public License

The GPL is the license under which most free software is placed. The idea of the GPL is to

ensure that a given piece of software will always remain free, and that others can use part or all of

it in their free software projects, subject to a few restrictions. In a nutshell, this is accomplished

by requiring that sources be distributed alongside any compiled version of the program, and

requiring that any program that uses some GPL code must itself be under the GPL. The GPL

only restricts the ability to copy the program in that if it is given to others, the sources must

be made available, too. People can use any GPL program on as many of their machines as they

wish. GPL does not address cost; it is possible to charge for GPL software, but the cost is often

very low or non-existant since it is legal to make a free copy of someone else's software.

4.2 Businesses Bene�t from the GPL

In today's world, most companies pay a large amount of money for software. With GPL software,

people are allowed to make as many copies as they want, for no extra charge. Most GPL software

can be downloaded o� the Internet at no cost. A few programs have to be purchased by CD-

ROM or some other non-Internet method, but once the program had been obtained, it is legal
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(and encouraged) to use it on as many computers as desired. For instance, if Compaq suddenly

decided to pre-install Linux on the computers they sell instead of Windows, they would go from

paying Microsoft $750 million per year [16, page 2] to paying a Linux CD vendor $7. While this

is an extreme example, the general idea is there: businesses spend a lot of money for software.

There are indirect costs as well. Businesses must keep meticulous record of the software that

they have, and the associated licenses, to make sure that they do not violate any licenses. If

these records are not kept, or contain a single mistake, there is a risk that the business could

face an expensive lawsuit. Keeping records takes time, and even if records are kept, there is still

a possibility of a lawsuit.

Businesses must divert more time and energy from the things important to their company

to meticulous record-keeping or perhaps even liability insurance. This means that either they

must charge their customer more or they have fewer resources to devote to support, research,

and development. This can lead to harm outside the business as well.

4.3 Individuals Bene�t from the GPL

People have budgets, too. Sometimes, people are forced to avoid using a particular software

program simply because they cannot a�ord it. This is certainly not bene�cial. If everyone could

a�ord the software that they want or need, they'd be better o� because their desires are ful�lled,

and they'd most likely be more productive, since they have software that �ts their needs better.

An example of this is tax preparation software. Consider the situation of somebody that

cannot a�ord to have an accountant prepare his taxes, and cannot a�ord to purchase a software

program to help him. This person could very well make mistakes on his tax return, which could

result in serious �nes from the government, making his �nancial situation even more precarious.

Obviously, there is a net loss of utility with this sort of proprietary software.

Now consider if he were to use a GPL tax-preparation program. Not only would the program

itself likely be of higher quality for reasons already outlined in section 3, but also he would likely

be able to download the program and use it at no cost to himself. His tax return will more likely
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be correct, and he has a smaller chance of getting a nasty �ne from the government.

5 Educational Value

In order to be a good programmer for something as complex as an operating system, years of

experience with programming are generally required. One can learn the basic concepts behind

programming, but this doesn't give much �real-world� experience. One tremendous bene�t of

free software is that every free software program instantly becomes a valuable educational tool.

One great way for programmers to learn is to look at good code from others. This is precisely

the sort of advantage that free software provides. Programming students can study or even

modify the internal workings of the Linux operating system as class projects, for instance. Hands-

on experience with a modern operating system is a great way to learn skills.

If people are better-educated, we get higher-quality software, which of course leads to in-

creased utility � a de�nite win.

Another bene�t here is that students can use, at no cost, a free software operating system such

as Debian GNU/Linux or FreeBSD at home. This gives them the same computing environment

as they get at their place of learning, with the added bene�t that they can tinker with the source

code to every part of the system to their heart's content.

5.1 Learning Becomes Fun

One current problem facing the United States is a shortage of skilled technical workers and

programmers. [23] A great way to combat this problem is to get more people interested in

computer science, electrical engineering, and related �elds of study. As Stallman points out in

[21, Why People Will Develop Software], programming is fun. If somebody enjoys programming,

it's a great way to get them into the �eld. The free software concept o�ers ideal ways to not

only get started with programming, but incentives to keep going. There's a certain feeling of

satisfaction for a programmer when he makes his �rst patch to the Linux kernel or �xes a �rst
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bug in an e-mail client. Having the source to tinker with is an excellent opportunity to recruit

people.

6 Possible Objections

These arguments may not be enough to convince some people. There are frequently arguments

advanced in opposition to the free software concept. Raymond refutes some of them in [13], but

he doesn't take a utilitarian or even an ethical perspective in his arguments. Here, some of these

objections are phrased in utilitarian terms, with corresponding answers.

6.1 Programmers Need Pay

This is often the �rst objection to the free software idea. The general idea is, �if software is

available at no cost, then nobody will be able to pay the programmers, and they will have to

give up their coding skills and �nd another profession.� In utilitarian terms, the argument means

�since programmers can't get paid for no-cost software, they will either starve or have to give up

their chosen profession, causing unhappiness for them.�

However, this argument doesn't work because the premise is �awed for several reasons. First,

current estimates put the amount of code written for companies to be used in-house at over 75%.

[14] The people to write this code will have to be hired in any case. Then, there is the fact that

most time spent in software development is maintenance � �xing bugs, adding new features, and

changing the program to meet new demands.

6.2 There's No Liability

A lot of corporate o�cials want to have a �cushion� in case something goes wrong with their

software. That is, if the software doesn't work, they want to be able to sue the vendor. To put

this argument in utilitarian terms, if a company is hurt because of the problems in the software

sold by somebody else, the hurt company wants payment to make up for that harm.
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However, this sort of argument ignores several issues. First, much of the most important or

most common software for the computer, such as the operating system, is sold under a license

that explicitly releases the software vendor from any such responsibility. In many cases, the

vendor doesn't even guarantee that it's useful for what it's sold for. It would be di�cult or

impossible to collect any sort of money from such a vendor.

Secondly, this argument also ignores the fact that free software is less likely to have problems

in the �rst place. If the software is less likely to have problems, there's a smaller chance that

there is going to be any harm at all � a utilitarian win.

Third, there are various support companies that can provide guaranteed response time to

problems with free software.

Finally, the argument ignores the legal time and cost involved with suing a software vendor.

Sometimes this expense is so prohibitive that the hurt company will just take the loss and not

try to sue anybody.

6.3 National Security

In some cases, releasing source code to the general public could be harmful. These cases are

extremely rare, and can generally be considered to be limited to that code which is responsible

for controlling systems that have signi�cant physical destructive power. This is similar to existing

precedent. For instance, while it is generally agreed that exchange of knowledge and ideas is good,

the consequences of widespread dissemination of information detailing how to build an atomic

warhead override the normal considerations. This is not a strike against free software; rather, it's

a re�ection of the unfortunate reality that software is used to kill, and some knowledge ensures

human safety better by withholding it. Source code, in this case, simply acts as something that

carries the knowledge of these devices. One could write down the information on paper and

achieve the same e�ect. The problem lies not with free software, but rather with the awful

burden software is being asked to carry. In utilitarian terms, we can clearly see a great possible

harm if knowledge about anything that can cause signi�cant physical destruction gets into the
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wrong hands.

6.4 Programming Competency

Many of the bene�ts derived from free software come about due to the e�orts of programmers

around the world. For instance, a company might realize that it's great to be able to �x problems

when they occur, but the company may not have anyone on sta� capable of �xing programming

mistakes or making custom enhancements.

Fortunately, this is not really a problem. First, if good problem reports are sent to the

author, a task which does not require programming skill, most free software authors respond

to them in an amazingly small amount of time. Secondly, consultants or contract programmers

that understand free software are plentiful. Finding solutions to problems does not require

programming knowledge; there are numerous ways to get support for free software programs.

7 Free Software Successes

The ideas laid out above show why the free software idea makes sense ethically. The free soft-

ware community has taken advantage of its unique development paradigm to create many truly

amazing pieces of software. Places like Metalab8 are huge repositories of free software, containing

literally thousands of free software packages with full source code. Free software has been a major

player in the Internet, and hence the global communications revolution that it has caused. The

bene�ts from the contributions of free software to society and global communication are tremen-

dous. While it is not possible to provide an in-depth analysis of each of thousands of packages

and the good they've done for computing and the world, it is at least possible to analyze the

improvements that some of them have brought to us because of the free software paradigm.
8http://metalab.unc.edu/
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7.1 Apache

The Apache9 free-software web browser is currently the world's most popular. 53% of all Internet

world-wide web servers run Apache, more than twice that of all the Microsoft servers combined,

its nearest competitor. [9] Due to its open development model, Apache has attracted new features

faster than anyone else. Programmers on the Internet contribute to the product and make it

better.

Apache is dominant for several reasons. One is that it is arguably the most featureful web

server in existence today. This stems from the fact that a free-software project such as Apache

can tap a huge resource of programmers to contribute to the code and make it better. Another

is that Apache is free � both in terms of cost and in terms of freedom to use it as desired. Small

companies, home computing users, poorer countries, charities, under-funded organizations, and

the like can all a�ord to run Apache. Few, if any, of them could a�ord to run the commercial

servers. Because Apache is available a no cost, many people are able to publish their ideas and

information that otherwise would go unpublished. Apache provides stability that is unmatched

by its commercial competitors, thanks in large part to the free software peer review process.

7.2 Sendmail

For many years, the single largest consumer of tra�c on the Internet was e-mail. It still uses a

large amount of bandwidth worldwide, and is working to revolutionize our communications. A

free software program has been largely responsible for this. That program is sendmail10. Today,

sendmail powers over 75% of the world's Internet e-mail servers. [18] Like Apache, sendmail has

done its part to usher in a communications revolution. Because it costs nothing to use, anyone

can have a mail server. Sendmail is widely regarded as being the most powerful mail server

available today, and this is mostly because of the free software design paradigm.

As living proof that programmers working on free software can make money, one need look
9http://www.apache.org/

10http://www.sendmail.org/
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no farther than sendmail. Its authors have set up a pro�table business that sells commercial

support contracts and related items for sendmail.

7.3 Mozilla

On March 31, 1998, Netscape Communications Corp. did something that shook the industry:

they released the source code to their next web browser, code-named Mozilla, as free software.

Never before had such a large and well-known closed-software program been converted to the

free software paradigm. Netscape, the world's most popular browser, had been losing market

share to Microsoft's browser. Netscape needed a way to pull ahead, both in terms of features

and development speed. Free software provided that for them.

Since that time, Mozilla11 has taken o�. It now has features to make the Internet more

accessible to people. Mozilla uses less memory than other browsers, and yet can do more.

It is conceivable that Mozilla will be small enough to provide full-featured Internet access on

palm-sized computers in the near future. Mozilla has features to speed web browsing by 30%.

Developers have ported Mozilla to a huge number of di�erent types and architectures of com-

puters even though Mozilla has yet to be released as a �nished product. There are already many

people that can use the Web that could not before.

7.4 Linux

Apache, sendmail, and Mozilla are all important. Apache and sendmail have played an important

part in revolutionizing Internet communications. From the looks of things, Mozilla will do so

some day as well. All of this is great, but there's another free-software phenomenon that's taken

the closed-source community by surprise: Linux. Linux is an operating system written entirely

using free software. Since development started in 1991, Linux has grown at a tremendous rate.

Linux sports very rapid development speed, excellent performance and stability. The Linux

operating system is used for both running and developing other free software projects as have
11http://www.mozilla.org/
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been described here. In many ways, Linux is better than closed operating systems. Linux's

stability is legendary, as is its speed. Linux has done a lot to help spread the word of the free

software revolution. Programming students now have a stable platform to use for development.

Businesses don't have to worry about crashes. People with slower computers don't have to worry

about upgrading, in many cases.

In the eyes of some Linux advocates, however, Linux's greatest achievement has yet to be

�nished, but it is well on its way. Due to the extreme importance of the operating system on

any modern computer, Linux is in a great position to demonstrate to the world the bene�ts of

free software. Many feel that Linux could one day topple the closed-software paradigm and the

huge companies that encourage it. Already, evidence of this is emerging. Forbes reports that

RedHat Software, for instance, has projected revenues of $10 million in 1998. [7] RedHat is

almost exclusively selling free Linux software.

As we've seen above, the free software paradigm has many advantages. Linux is helping to

bring the free software paradigm to the masses, and as such, is doing a tremendous favor for

computing.

8 Conclusions

Given all of these ethical arguments and the tremendous amount of good that we've seen free

software has made possible in our world, it's easy to see how free software makes sense from a

utilitarian perspective. Most of the advantages of free software end up being in higher-quality

software, lower cost, and smaller development time. All of these lead to tremendous bene�ts for

mankind, and so I conclude that free software is a better paradigm, ethically, than proprietary

software.
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